**TYPESCRIPT**

**What is TypeScript?**

TypeScript is a superset of JavaScript, meaning that it does everything that JavaScript does, but with some added features.

The main reason for using TypeScript is to add static typing to JavaScript. Static typing means that the type of a variable cannot be changed at any point in a program. It can prevent a LOT of bugs!

On the other hand, JavaScript is a dynamically typed language, meaning variables can change type. Here's an example:

// JavaScript

let foo = "hello";

foo = 55; // foo has changed type from a string to a number - no problem

// TypeScript

let foo = "hello";

foo = 55; // ERROR - foo cannot change from string to number

TypeScript cannot be understood by browsers, so it has to be compiled into JavaScript by the TypeScript Compiler (TSC) – which we'll discuss soon.

**Is TypeScript worth it?**

**Why you should use TypeScript**

* Research has shown that TypeScript can spot 15% of common bugs.
* Readability – it is easier to see what the code it supposed to do. And when working in a team, it is easier to see what the other developers intended to.
* It's popular – knowing TypeScript will enable you to apply to more good jobs.
* Learning TypeScript will give you a better understanding, and a new perspective, on JavaScript.

**Drawbacks of TypeScript**

* TypeScript takes longer to write than JavaScript, as you have to specify types, so for smaller solo projects it might not be worth using it.
* TypeScript has to be compiled – which can take time, especially in larger projects.

But the extra time that you have to spend writing more precise code and compiling will be more than saved by how many fewer bugs you'll have in your code.

For many projects – especially medium to large projects – TypeScript will save you lots of time and headaches.

And if you already know JavaScript, TypeScript won't be too hard to learn. It's a great tool to have in your arsenal.

**How to Set Up a TypeScript Project**

**Install Node and the TypeScript Compiler**

First, ensure you have NODE installed globally on your machine.

Then install the TypeScript compiler globally on your machine by running the following command:

npm i -g typescript

To check if the installation is successful (it will return the version number if successful):

tsc -v

**How to Compile TypeScript**

Open up your text editor and create a TypeScript file (for example, index.ts).

Write some JavaScript or TypeScript:

let sport = 'football';

let id = 5;

We can now compile this down into JavaScript with the following command:

tsc index

TSC will compile the code into JavaScript and output it in a file called index.js:

var sport = 'football';

var id = 5;

If you want to specify the name of the output file:

tsc index.ts --outfile file-name.js

If you want TSC to compile your code automatically, whenever you make a change, add the "watch" flag:

tsc index.ts -w

An interesting thing about TypeScript is that it reports errors in your text editor whilst you are coding, but it will always compile your code – whether there are errors or not.

For example, the following causes TypeScript to immediately report an error:

var sport = 'football';

var id = 5;

id = '5'; // Error: Type 'string' is not assignable to

type 'number'.

But if we try to compile this code with tsc index, the code will still compile, despite the error.

This is an important property of TypeScript: it assumes that the developer knows more. Even though there's a TypeScript error, it doesn't get in your way of compiling the code. It tells you there's an error, but it's up to you whether you do anything about it.

**How to Set Up the ts config File**

The ts config file should be in the root directory of your project. In this file we can specify the root files, compiler options, and how strict we want TypeScript to be in checking our project.

First, create the ts config file:

tsc --init

You should now have a tsconfig.json file in the project root.

Here are some options that are good to be aware of (if using a frontend framework with TypeScript, most if this stuff is taken care of for you):

{

"compilerOptions": {

...

/\* Modules \*/

"target": "es2016", // Change to "ES2015" to compile to ES6

"rootDir": "./src", // Where to compile from

"outDir": "./public", // Where to compile to (usually the folder to be deployed to the web server)

/\* JavaScript Support \*/

"allowJs": true, // Allow JavaScript files to be compiled

"checkJs": true, // Type check JavaScript files and report errors

/\* Emit \*/

"sourceMap": true, // Create source map files for emitted JavaScript files (good for debugging)

"removeComments": true, // Don't emit comments

},

"include": ["src"] // Ensure only files in src are compiled

}

To compile everything and watch for changes:

tsc -w

Note: when input files are specified on the command line (for example, tsc index), tsconfig.json files are ignored.

**Types in TypeScript**

**Primitive types**

In JavaScript, a primitive value is data that is not an object and has no methods. There are 7 primitive data types:

* string
* number
* bigint
* boolean
* undefined
* null
* symbol

Primitives are immutable: they can't be altered. It is important not to confuse a primitive itself with a variable assigned a primitive value. The variable may be reassigned a new value, but the existing value can't be changed in the ways that objects, arrays, and functions can be altered.

Here's an example:

let name = 'Danny';

name.toLowerCase();

console.log(name); // Danny - the string method didn't mutate the string

let arr = [1, 3, 5, 7];

arr.pop();

console.log(arr); // [1, 3, 5] - the array method mutated the array

name = 'Anna' // Assignment gives the primitive a new (not a mutated) value

In JavaScript, all primitive values (apart from null and undefined) have object equivalents that wrap around the primitive values. These wrapper objects are String, Number, BigInt, Boolean, and Symbol. These wrapper objects provide the methods that allow the primitive values to be manipulated.

Back to TypeScript, we can set the type we want a variable to be be adding : type (called a "type annotation" or a "type signature") after declaring a variable. Examples:

let id: number = 5;

let firstname: string = 'danny';

let hasDog: boolean = true;

let unit: number; // Declare variable without assigning a value

unit = 5;

But it's usually best to not explicitly state the type, as TypeScript automatically infers the type of a variable (type inference):

let id = 5; // TS knows it's a number

let firstname = 'danny'; // TS knows it's a string

let hasDog = true; // TS knows it's a boolean

hasDog = 'yes'; // ERROR

We can also set a variable to be able to be a union type. **A union type is a variable that can be assigned more than one type**:

let age: string | number;

age = 26;

age = '26';

**Reference Types**

In JavaScript, almost "everything" is an object. In fact (and confusingly), strings, numbers and booleans can be objects if defined with the new keyword:

let firstname = new String('Danny');

console.log(firstname); // String {'Danny'}

But when we talk of reference types in JavaScript, we are referring to arrays, objects and functions.

**Caveat: primitive vs reference types**

For those that have never studied primitive vs reference types, let's discuss the fundamental difference.

If a primitive type is assigned to a variable, we can think of that variable as *containing* the primitive value. Each primitive value is stored in a unique location in memory.

If we have two variables, x and y, and they both contain primitive data, then they are completely independent of each other:

![Primitive data are stored in unique memory locations](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgIAAAD4CAMAAACpDX6oAAAAPFBMVEX////7/////8rR/f//3J30tfH+rGR7w/TWkDzuX6f4XSXtHHajUArtHFAdarftHCQFOoorK0JNEQAAAACzL1v5AAAEX0lEQVR42u3d0VLbRhiG4U/btWJCa0K5/0tMCU0IwV5LbZgSoEeZZmmt6nlOkpwxqzf/7tqaIQDf56Ir63k6iiWQABJAAkjgu910YM1NASSABMiDi54kgASQABJAAot08+MkgASQABJAAkgACSAB/rME3l5cnA15VP7858a6riuBlozbPNpu0pp1XVcC+0NSN3nw8Jf9bF0XpObHfdmk1DYnSRmTvSGwuuPgdJeM9dsQaIbA6qZA2mGTsc1JOUv2B6u6vkvh1JJak9SkfbGoHYwXF79s/nbrOtEEnk6E203qmbNgJy0pdUjy+vtrSRf7pNQ4C3Yz3SW15i9j0lpOO4F2l4xnzoKdx8C/ctMu6aMdktFZsPMY2DwfAqeewNQSZ8H+Y+D1h0BKx584mTy5/mPgtY9YpesHDGP16Lpph5T6dB04+QTqWb4aB48uHffWuklKsm85/QTGZH+bVGOg9xgoZ0mbTz+BcZOptbtk612BrmOgDDXZt5x8Ag+lHtKSUm0FPcdA3dakzSeewNN3A9OdE2HvMTBusm859QSevhtoByfCzmMgSZtPPoGn90Sm5kTYewxk33LaCby8uO4PToQ9tSRtPvkEytmzUvdJMQbW9spITaY2P//K0BhYktLpQvjiBGMMrOvdwekmz02fLeqS+A+LBJCABCyBGwGn7GAKrNz02RRAAkgACSABTuhG4BfNmgJIAAkgAcDvKcRGgASQAAAA/yNXrJQbARJAAkiAp+OgH2pdP7jjIDYCJIAEkAASQAJIAAkgAQlYAgkgASSABJAAEkACSAAJIAEkgASQABJAAkgACSABJIAEkAASQAJIAAkgASSABJAAEkACSAAJIAEkgASQABJAAkgACSABJIAEkAASQAJIAAkgASTwTNleXl1dXe5+spLrTKD+enlekpTNOxGsMoG6G5JMc5Jszq3lChMoQ6YP769/u75NsnljMdeXwDR9up6GZLq/TSKBFSZwvL7PPCeZ25wUp4H1JTDn0bS3kotVLcEpK2/f5PjxuIQExmQ6emK91d2wlE8H6+Bx9Ve2F0OWksCYTPeeWV/13XmylATqmBwl0Ne4GzJ9ul1GAmU7ZLr10Poahxx+v1/IjWB8k3x2GOys1Y/HpWwE43lyuHcg7OzLh2lYSAL15+R4m9lD622el5FA3Q05frQNLFdRgAR6FOAgsGClRwEOAktWzAAJ/HNlN2QyA9acwNshye7y0TvvjKwtgZIk5Yn9YHUJTC3P2Q/Wl8Bw//6Fm8lyruzFsTmmgM8FkAAS4LXUy6/eJj/tHm7cElid+u2m/fBnlcDqTHmhSWB19u+f+zANEli3ObMEVm62ESABJIAEkAASQAJIAAkgASSABJAAEkACSAAJIAEkgASQABJAAkgACSABJIAEkAASQAJIAAkgASSABJAAEkACSAAJIAEkgASQABJAAkgACSABJIAEkAASQAJIAAkgAb7HFStlCiABJIAEAAAAANbrD4JY6YRNyYOyAAAAAElFTkSuQmCC)X and Y both contain unique independent primitive data

let x = 2;

let y = 1;

x = y;

y = 100;

console.log(x); // 1 (even though y changed to 100, x is still 1)

This isn't the case with reference types. Reference types refer to a memory location where the object is stored.

![Reference types memory locations](data:image/png;base64,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)point1 and point2 contain a reference to the address where the object is stored

let point1 = { x: 1, y: 1 };

let point2 = point1;

point1.y = 100;

console.log(point2.y); // 100 (point1 and point2 refer to the same memory address where the point object is stored)

That was a quick overview of primary vs reference types. Check out this article if you need a more thorough explanation:

**Arrays in TypeScript**

In TypeScript, you can define what type of data an array can contain:

let ids: number[] = [1, 2, 3, 4, 5]; // can only contain numbers

let names: string[] = ['Danny', 'Anna', 'Bazza']; // can only contain strings

let options: boolean[] = [true, false, false]; can only contain true or false

let books: object[] = [

{ name: 'Fooled by randomness', author: 'Nassim Taleb' },

{ name: 'Sapiens', author: 'Yuval Noah Harari' },

]; // can only contain objects

let arr: any[] = ['hello', 1, true]; // any basically reverts TypeScript back into JavaScript

ids.push(6);

ids.push('7'); // ERROR: Argument of type 'string' is not assignable to parameter of type 'number'.

You can use union types to define arrays containing multiple types:

let person: (string | number | boolean)[] = ['Danny', 1, true];

person[0] = 100;

person[1] = {name: 'Danny'} // Error - person array can't contain objects

If you initialise a variable with a value, it's not necessary to explicitly state the type, as TypeScript will infer it:

let person = ['Danny', 1, true]; // This is identical to above example

person[0] = 100;

person[1] = { name: 'Danny' }; // Error - person array can't contain objects

There is a special type of array that can be defined in TypeScript: Tuples. **A tuple is an array with fixed size and known datatypes.**They are stricter than regular arrays.

let person: [string, number, boolean] = ['Danny', 1, true];

person[0] = 100; // Error - Value at index 0 can only be a string

**Objects in TypeScript**

Objects in TypeScript must have all the correct properties and value types:

// Declare a variable called person with a specific object type annotation

let person: {

name: string;

location: string;

isProgrammer: boolean;

};

// Assign person to an object with all the necessary properties and value types

person = {

name: 'Danny',

location: 'UK',

isProgrammer: true,

};

person.isProgrammer = 'Yes'; // ERROR: should be a boolean

person = {

name: 'John',

location: 'US',

};

// ERROR: missing the isProgrammer property

When defining the signature of an object, you will usually use an **interface**. This is useful if we need to check that multiple objects have the same specific properties and value types**:**

interface Person {

name: string;

location: string;

isProgrammer: boolean;

}

let person1: Person = {

name: 'Danny',

location: 'UK',

isProgrammer: true,

};

let person2: Person = {

name: 'Sarah',

location: 'Germany',

isProgrammer: false,

};

We can also declare function properties with function signatures. We can do this using old-school common JavaScript functions (sayHi), or ES6 arrow functions (sayBye):

interface Speech {

sayHi(name: string): string;

sayBye: (name: string) => string;

}

let sayStuff: Speech = {

sayHi: function (name: string) {

return `Hi ${name}`;

},

sayBye: (name: string) => `Bye ${name}`,

};

console.log(sayStuff.sayHi('Heisenberg')); // Hi Heisenberg

console.log(sayStuff.sayBye('Heisenberg')); // Bye Heisenberg

Note that in the sayStuff object, sayHi or sayBye could be given an arrow function or a common JavaScript function – TypeScript doesn't care.

#### Functions in TypeScript

We can define what the types the function arguments should be, as well as the return type of the function:

// Define a function called circle that takes a diam variable of type number, and returns a string

function circle(diam: number): string {

return 'The circumference is ' + Math.PI \* diam;

}

console.log(circle(10)); // The circumference is 31.41592653589793

The same function, but with an ES6 arrow function:

const circle = (diam: number): string => {

return 'The circumference is ' + Math.PI \* diam;

};

console.log(circle(10)); // The circumference is 31.41592653589793

Notice how it isn't necessary to explicitly state that circle is a function; TypeScript infers it. TypeScript also infers the return type of the function, so it doesn't need to be stated either. Although, if the function is large, some developers like to explicitly state the return type for clarity.

// Using explicit typing

const circle: Function = (diam: number): string => {

return 'The circumference is ' + Math.PI \* diam;

};

// Inferred typing - TypeScript sees that circle is a function that always returns a string, so no need to explicitly state it

const circle = (diam: number) => {

return 'The circumference is ' + Math.PI \* diam;

};

We can add a question mark after a parameter to make it optional. Also notice below how c is a union type that can be a number or string:

const add = (a: number, b: number, c?: number | string) => {

console.log(c);

return a + b;

};

console.log(add(5, 4, 'I could pass a number, string, or nothing here!'));

// I could pass a number, string, or nothing here!

// 9

A function that returns nothing is said to return void – a complete lack of any value. Below, the return type of void has been explicitly stated. But again, this isn't necessary as TypeScript will infer it.

const logMessage = (msg: string): void => {

console.log('This is the message: ' + msg);

};

logMessage('TypeScript is superb'); // This is the message: TypeScript is superb

If we want to declare a function variable, but not define it (say exactly what it does),**then use a function signature.**Below, the function sayHello must follow the signature after the colon:

// Declare the varible sayHello, and give it a function signature that takes a string and returns nothing.

let sayHello: (name: string) => void;

// Define the function, satisfying its signature

sayHello = (name) => {

console.log('Hello ' + name);

};

sayHello('Danny'); // Hello Danny

### Dynamic (any) types

Using the any type, we can basically revert TypeScript back into JavaScript:

let age: any = '100';

age = 100;

age = {

years: 100,

months: 2,

};

It's recommended to avoid using the any type as much as you can, as it prevents TypeScript from doing its job – and can lead to bugs.

### Type Aliases

Type Aliases can reduce code duplication, keeping our code DRY. Below, we can see that the PersonObject type alias has prevented repetition, and acts as a single source of truth for what data a person object should contain.

type StringOrNumber = string | number;

type PersonObject = {

name: string;

id: StringOrNumber;

};

const person1: PersonObject = {

name: 'John',

id: 1,

};

const person2: PersonObject = {

name: 'Delia',

id: 2,

};

const sayHello = (person: PersonObject) => {

return 'Hi ' + person.name;

};

const sayGoodbye = (person: PersonObject) => {

return 'Seeya ' + person.name;

};

### The DOM and type casting

TypeScript doesn't have access to the DOM like JavaScript. This means that whenever we try to access DOM elements, TypeScript is never sure that they actually exist.

The below example shows the problem:

const link = document.querySelector('a');

console.log(link.href); // ERROR: Object is possibly 'null'. TypeScript can't be sure the anchor tag exists, as it can't access the DOM

With the non-null assertion operator (!) we can tell the compiler explicitly that an expression has value other than null or undefined. This is can be useful when the compiler cannot infer the type with certainty, but we have more information than the compiler.

// Here we are telling TypeScript that we are certain that this anchor tag exists

const link = document.querySelector('a')!;

console.log(link.href); // www.freeCodeCamp.org

Notice how we didn't have to state the type of the link variable. This is because TypeScript can clearly see (via Type Inference) that it is of type HTMLAnchorElement.

But what if we needed to select a DOM element by its class or id? TypeScript can't infer the type, as it could be anything.

const form = document.getElementById('signup-form');

console.log(form.method);

// ERROR: Object is possibly 'null'.

// ERROR: Property 'method' does not exist on type 'HTMLElement'.

Above, we get two errors. We need to tell TypeScript that we are certain form exists, and that we know it is of type HTMLFormElement. We do this with type casting:

const form = document.getElementById('signup-form') as HTMLFormElement;

console.log(form.method); // post

And TypeScript is happy!

TypeScript also has an Event object built in. So, if we add a submit event listener to our form, TypeScript will give us an error if we call any methods that aren't part of the Event object. Check out how cool TypeScript is – it can tell us when we've made a spelling mistake:

const form = document.getElementById('signup-form') as HTMLFormElement;

form.addEventListener('submit', (e: Event) => {

e.preventDefault(); // prevents the page from refreshing

console.log(e.tarrget); // ERROR: Property 'tarrget' does not exist on type 'Event'. Did you mean 'target'?

});

## Classes in TypeScript

We can define the types that each piece of data should be in a class:

class Person {

name: string;

isCool: boolean;

pets: number;

constructor(n: string, c: boolean, p: number) {

this.name = n;

this.isCool = c;

this.pets = p;

}

sayHello() {

return `Hi, my name is ${this.name} and I have ${this.pets} pets`;

}

}

const person1 = new Person('Danny', false, 1);

const person2 = new Person('Sarah', 'yes', 6); // ERROR: Argument of type 'string' is not assignable to parameter of type 'boolean'.

console.log(person1.sayHello()); // Hi, my name is Danny and I have 1 pets

We could then create a people array that only includes objects constructed from the Person class:

let People: Person[] = [person1, person2];

We can add access modifiers to the properties of a class. TypeScript also provides a new access modifier called readonly.

class Person {

readonly name: string; // This property is immutable - it can only be read

private isCool: boolean; // Can only access or modify from methods within this class

protected email: string; // Can access or modify from this class and subclasses

public pets: number; // Can access or modify from anywhere - including outside the class

constructor(n: string, c: boolean, e: string, p: number) {

this.name = n;

this.isCool = c;

this.email = e;

this.pets = p;

}

sayMyName() {

console.log(`Your not Heisenberg, you're ${this.name}`);

}

}

const person1 = new Person('Danny', false, 'dan@e.com', 1);

console.log(person1.name); // Fine

person1.name = 'James'; // Error: read only

console.log(person1.isCool); // Error: private property - only accessible within Person class

console.log(person1.email); // Error: protected property - only accessible within Person class and its subclasses

console.log(person1.pets); // Public property - so no problem

We can make our code more concise by constructing class properties this way:

class Person {

constructor(

readonly name: string,

private isCool: boolean,

protected email: string,

public pets: number

) {}

sayMyName() {

console.log(`Your not Heisenberg, you're ${this.name}`);

}

}

const person1 = new Person('Danny', false, 'dan@e.com', 1);

console.log(person1.name); // Danny

Writing it the above way, the properties are automatically assigned in the constructor – saving us from having to write them all out.

Note that if we omit the access modifier, by default the property will be public.

Classes can also be extended, just like in regular JavaScript:

class Programmer extends Person {

programmingLanguages: string[];

constructor(

name: string,

isCool: boolean,

email: string,

pets: number,

pL: string[]

) {

// The super call must supply all parameters for base (Person) class, as the constructor is not inherited.

super(name, isCool, email, pets);

this.programmingLanguages = pL;

}

}

## Modules in TypeScript

In JavaScript, a module is  just a file containing related code. Functionality can be imported and exported between modules, keeping the code well organized.

TypeScript also supports modules. The TypeScript files will compile down into multiple JavaScript files.

In the tsconfig.json file, change the following options to support modern importing and exporting:

"target": "es2016",

"module": "es2015"

(Although, for Node projects you very likely want "module": "CommonJS" – Node doesn't  yet support modern importing/exporting.)

Now, in your HTML file, change the script import to be of type module:

<script type="module" src="/public/script.js"></script>

We can now import and export files using ES6:

// src/hello.ts

export function sayHi() {

console.log('Hello there!');

}

// src/script.ts

import { sayHi } from './hello.js';

sayHi(); // Hello there!

Note: always import as a JavaScript file, even in TypeScript files.

## Interfaces in TypeScript

Interfaces define how an object should look:

interface Person {

name: string;

age: number;

}

function sayHi(person: Person) {

console.log(`Hi ${person.name}`);

}

sayHi({

name: 'John',

age: 48,

}); // Hi John

You can also define an object type using a type alias:

type Person = {

name: string;

age: number;

};

function sayHi(person: Person) {

console.log(`Hi ${person.name}`);

}

sayHi({

name: 'John',

age: 48,

}); // Hi John

Or an object type could be defined anonymously:

function sayHi(person: { name: string; age: number }) {

console.log(`Hi ${person.name}`);

}

sayHi({

name: 'John',

age: 48,

}); // Hi John

Interfaces are very similar to type aliases, and in many cases you can use either. The key distinction is that type aliases cannot be reopened to add new properties, vs an interface which is always extendable.

The following examples are taken from the [TypeScript docs](https://www.typescriptlang.org/docs/handbook/2/everyday-types.html#differences-between-type-aliases-and-interfaces).

Extending an interface:

interface Animal {

name: string

}

interface Bear extends Animal {

honey: boolean

}

const bear: Bear = {

name: "Winnie",

honey: true,

}

Extending a type via intersections:

type Animal = {

name: string

}

type Bear = Animal & {

honey: boolean

}

const bear: Bear = {

name: "Winnie",

honey: true,

}

Adding new fields to an existing interface:

interface Animal {

name: string

}

// Re-opening the Animal interface to add a new field

interface Animal {

tail: boolean

}

const dog: Animal = {

name: "Bruce",

tail: true,

}

Here's the key difference: a type cannot be changed after being created:

type Animal = {

name: string

}

type Animal = {

tail: boolean

}

// ERROR: Duplicate identifier 'Animal'.

As a rule of thumb, the TypeScript docs recommend using interfaces to define objects, until you need to use the features of a type.

Interfaces can also define function signatures:

interface Person {

name: string

age: number

speak(sentence: string): void

}

const person1: Person = {

name: "John",

age: 48,

speak: sentence => console.log(sentence),

}

You may be wondering why we would use an interface over a class in the above example.

One advantage of using an interface is that it is only used by TypeScript, not JavaScript. This means that it won't get compiled and add bloat to your JavaScript. Classes are features of JavaScript, so it would get compiled.

Also, a class is essentially an object factory (that is, a blueprint of what an object is supposed to look like and then implemented), whereas an interface is a structure used solely for type-checking.

While a class may have initialized properties and methods to help create objects, an interface essentially defines the properties and type an object can have.

### Interfaces with classes

We can tell a class that it must contain certain properties and methods by implementing an interface:

interface HasFormatter {

format(): string;

}

class Person implements HasFormatter {

constructor(public username: string, protected password: string) {}

format() {

return this.username.toLocaleLowerCase();

}

}

// Must be objects that implement the HasFormatter interface

let person1: HasFormatter;

let person2: HasFormatter;

person1 = new Person('Danny', 'password123');

person2 = new Person('Jane', 'TypeScripter1990');

console.log(person1.format()); // danny

Ensure that people is an array of objects that implement HasFormatter (ensures that each person has the format method):

let people: HasFormatter[] = [];

people.push(person1);

people.push(person2);

## Literal types in TypeScript

In addition to the general types string and number, we can refer to specific strings and numbers in type positions:

// Union type with a literal type in each position

let favouriteColor: 'red' | 'blue' | 'green' | 'yellow';

favouriteColor = 'blue';

favouriteColor = 'crimson'; // ERROR: Type '"crimson"' is not assignable to type '"red" | "blue" | "green" | "yellow"'.

## Generics

Generics allow you to create a component that can work over a variety of types, rather than a single one,**which helps to make the component more reusable.**

Let's go through an example to show you what that means...

The addID function accepts any object, and returns a new object with all the properties and values of the passed in object, plus an id property with random value between 0 and 1000. In short, it gives any object an ID.

const addID = (obj: object) => {

let id = Math.floor(Math.random() \* 1000);

return { ...obj, id };

};

let person1 = addID({ name: 'John', age: 40 });

console.log(person1.id); // 271

console.log(person1.name); // ERROR: Property 'name' does not exist on type '{ id: number; }'.

As you can see, TypeScript gives an error when we try to access the name property. This is because when we pass in an object to addID, we are not specifying what properties this object should have – so TypeScript has no idea what properties the object has (it hasn't "captured" them). So, the only property that TypeScript knows is on the returned object is id.

So, how can we pass in any object to addID, but still tell TypeScript what properties and values the object has? We can use a generic, <T> – where T is known as the type parameter:

// <T> is just the convention - e.g. we could use <X> or <A>

const addID = <T>(obj: T) => {

let id = Math.floor(Math.random() \* 1000);

return { ...obj, id };

};

What does this do? Well, now when we pass an object into addID, we have told TypeScript to capture the type – so T becomes whatever type we pass in. addID will now know what properties are on the object we pass in.

But, we now have a problem: anything can be passed into addID and TypeScript will capture the type and report no problem:

let person1 = addID({ name: 'John', age: 40 });

let person2 = addID('Sally'); // Pass in a string - no problem

console.log(person1.id); // 271

console.log(person1.name); // John

console.log(person2.id);

console.log(person2.name); // ERROR: Property 'name' does not exist on type '"Sally" & { id: number; }'.

When we passed in a string, TypeScript saw no issue. It only reported an error when we tried to access the name property. So, we need a constraint: we need to tell TypeScript that only objects should be accepted, by making our generic type, T, an extension of object:

const addID = <T extends object>(obj: T) => {

let id = Math.floor(Math.random() \* 1000);

return { ...obj, id };

};

let person1 = addID({ name: 'John', age: 40 });

let person2 = addID('Sally'); // ERROR: Argument of type 'string' is not assignable to parameter of type 'object'.

The error is caught straight away – perfect... well, not quite. In JavaScript, arrays are objects, so we can still get away with passing in an array:

let person2 = addID(['Sally', 26]); // Pass in an array - no problem

console.log(person2.id); // 824

console.log(person2.name); // Error: Property 'name' does not exist on type '(string | number)[] & { id: number; }'.

We could solve this by saying that the object argument should have a name property with string value:

const addID = <T extends { name: string }>(obj: T) => {

let id = Math.floor(Math.random() \* 1000);

return { ...obj, id };

};

let person2 = addID(['Sally', 26]); // ERROR: argument should have a name property with string value

The type can also be passed in to <T>, as below – but this isn't necessary most of the time, as TypeScript will infer it.

// Below, we have explicitly stated what type the argument should be between the angle brackets.

let person1 = addID<{ name: string; age: number }>({ name: 'John', age: 40 });

**Generics allow you to have type-safety in components where the arguments and return types are unknown ahead of time.**

**In TypeScript, generics are used when we want to describe a correspondence between two values.**In the above example, the return type was related to the input type. We used a generic to describe the correspondence.

Another example: If we need a function that accepts multiple types, it is better to use a generic than the any type. Below shows the issue with using any:

function logLength(a: any) {

console.log(a.length); // No error

return a;

}

let hello = 'Hello world';

logLength(hello); // 11

let howMany = 8;

logLength(howMany); // undefined (but no TypeScript error - surely we want TypeScript to tell us we've tried to access a length property on a number!)

We could try using a generic:

function logLength<T>(a: T) {

console.log(a.length); // ERROR: TypeScript isn't certain that `a` is a value with a length property

return a;

}

At least we are now getting some feedback that we can use to tighten up our code.

Solution: use a generic that extends an interface that ensures every argument passed in has a length property:

interface hasLength {

length: number;

}

function logLength<T extends hasLength>(a: T) {

console.log(a.length);

return a;

}

let hello = 'Hello world';

logLength(hello); // 11

let howMany = 8;

logLength(howMany); // Error: numbers don't have length properties

We could also write a function where the argument is an array of elements that all have a length property:

interface hasLength {

length: number;

}

function logLengths<T extends hasLength>(a: T[]) {

a.forEach((element) => {

console.log(element.length);

});

}

let arr = [

'This string has a length prop',

['This', 'arr', 'has', 'length'],

{ material: 'plastic', length: 30 },

];

logLengths(arr);

// 29

// 4

// 30

Generics are an awesome feature of TypeScript!

### Generics with interfaces

When we don't know what type a certain value in an object will be ahead of time, we can use a generic to pass in the type:

// The type, T, will be passed in

interface Person<T> {

name: string;

age: number;

documents: T;

}

// We have to pass in the type of `documents` - an array of strings in this case

const person1: Person<string[]> = {

name: 'John',

age: 48,

documents: ['passport', 'bank statement', 'visa'],

};

// Again, we implement the `Person` interface, and pass in the type for documents - in this case a string

const person2: Person<string> = {

name: 'Delia',

age: 46,

documents: 'passport, P45',

};